**Почему не меняется дефолтное значение { level: 'info' }**

**Настройки регистратора Pino в Fastify – часть 1.**

**Описание**

Какое-то время назад начал знакомиться с фреймворком Fastify. Достаточно интересный фреймворк с прекрасной документацией (но местами могло быть и лучше).

Особенность Fastify в том, что у него своя экосистема, и много о чём разработчики подумали за нас. При выборе инструментов для своей экосистемы, разработчики Fastify зачастую делали выбор в пользу более производительных (*быстрых*) решений. Так же получилось и с логированием. Логирование в Fastify работает из коробки с помощью регистратора (логгера) [**Pino**](https://github.com/pinojs/pino). О нём и поговорим.

Здесь не будет исчерпывающего гайда по настройке логирования, для этих целей существует документация. Прочтение данной статьи даст базу для самостоятельной настройки Pino как для Fastify, так и отдельно. Рассмотрим, как работает Pino под капотом и попробуем сконфигурировать Pino для разных сред (разработка, production).

**Краткий обзор Fastify и Pino**

[**Pino**](https://getpino.io/) позиционирует себя как Node.js регистратор с «очень низкими накладными расходами» (*very low overhead*). Здесь имеется в виду, что на логирование затрачивается меньше ресурсов процессора и памяти, а значит всё работает быстрее и как следствие – дешевле.

Если верить документации, в ряде тестов Pino показывает себя в 5 раз быстрее чем некоторые конкуренты (звучит как маркетинг), но в любом случае - вот [официальные замеры (benchmarks)](https://github.com/pinojs/pino/blob/master/docs/benchmarks.md). Как вариант, можете ознакомиться со статьёй [«The Cost of Logging in Modern Applications»](https://www.nearform.com/blog/the-cost-of-logging-in-2022/).

[**Fastify**](https://www.fastify.io/) позиционирует себя как веб-фреймворк, ориентированный на обеспечение наилучшего пользовательского опыта в разработчике с наименьшими накладными расходами и мощной архитектурой плагинов.

Интересный факт, что Node.js, Fastify и Pino разрабатывают одни и те же люди, особенно популярен [Matteo Collina](https://github.com/mcollina). На лицо ~~кумовство~~ очевидная ориентированность на лучшие практики Node.js под капотом.

Возможности логирования **Fastify** не ограничиваются одним лишь **Pino**. При желании, можно подключить к Fastify иные регистраторы, например [Winston](https://www.npmjs.com/package/winston). Но учитывайте, что в зависимости от выбора регистратора, возможно придётся помучаться с ~~костылями~~ конфигурацией, чтобы настройки вашего логгера прошли внутреннюю валидацию Fastify. Fastify совместима с логгерами, поддерживающими интерфейс [стандарта Log4j](https://en.wikipedia.org/wiki/Log4j).

По сути, достаточно чтобы регистратор поддерживал [определенные уровни (levels)](https://www.tutorialspoint.com/log4j/log4j_logging_levels.htm) логирования и кое-какие методы. В любом случае, в интернете можно найти пару готовых решений этой задачи разной степени свежести (я проверял!) или прокачать свои навыки написав решение с нуля.

Также, согласно документации Fastify, вы можете подключить внешний регистратор с помощью библиотеки [abstract-logging](https://www.npmjs.com/package/abstract-logging), которая также работает с регистраторами, поддерживающими интерфейс стандарта Log4j.

Возможности Pino очень обширны и покрывают практически все потребности. Pino позволяет выводить логи в консоль, сохранять их в локальные файлы, менять формат сообщений, предавать логи в самые разные базы данных, во внешние инструменты, такие как [Kibana (ELK)](https://www.elastic.co/kibana/), [Grafana Loki](https://grafana.com/oss/loki/), [Seq](https://datalust.co/seq), [Sentry](https://sentry.io/welcome/), [Airbrake](https://www.airbrake.io/), [Datadog](https://getpino.io/#/docs/transports?id=pino-datadog-transport), [Apache Kafka](https://kafka.apache.org/) и другие. Подробнее, про возможности интеграции (транспортировки логов) можете почитать в [соответствующем разделе документации Pino](https://getpino.io/#/docs/transports?id=known-transports).

На момент написания статьи, у Pino чуть более 3,9 млн. загрузок на GitHub, проект жив, у него много контрибьютеров и в англоязычных статьях очень тепло отзываются о Pino.

**Подключение Pino**

Pino работает в Fastify из коробки, а значит не нужно его отдельно устанавливать. Убедиться в этом можно заглянув в *package.json* самого фреймворка Fastify в папке */node\_modules/fastify/package.json.*

Включить логирование в Fastify очень легко. Достаточно при создании экземпляра Fastify-сервера передать в параметры функции { logger: true }).

```javascript

**// app.js**

import Fastify from 'fastify'

const app = Fastify({ logger: true })

```

Если ранее вы уже работали с Pino и у вас на руках остался код готового сконфигурированного экземпляра Pino, то вместо { logger: true }) вы можете передать в Fastify свой экземпляр Pino, как это показано ниже.

```javascript

// создаём экземпляр Pino с какими-то настройками

const log = require('pino')({ level: 'info' })

// передаём наш готовый экземпляр в Fastify

const fastify = require('fastify')({ logger: log })

```

По этой же логике, мы можем использовать иные регистраторы, например, мы [можем передать в Fastify экземпляр Winston](https://gist.github.com/gclem/40ac30dfaa002c4c250ed91f65f560ee).

**Как это работает на уровне кода**

Давайте ненадолго заглянем в папку node\_modules и посмотрим, что происходит, когда мы передаем в функцию Fastify объект `{ logger: true }` или сконфигурированный экземпляр логгера.

Для создания нового экземпляра Fastify-сервера используется «фабричная функция». Эта фабричная функция принимает объект options `(typeof options == 'object')`, который используется для настройки результирующего экземпляра сервера. Рассмотрим, как это реализовано на уровне кода *(см. файл /node\_modules/fastify/fastify.js).*

```javascript

**// fastify.js**

// Импортируем функцию createLogger, которая создаёт экземпляр Pino

// и возвращает { logger, hasLogger }, где logger – экземпляр Pino.

const { createLogger } = require('./lib/logger')

function fastify (options) {

// валидация options (должен быть объект)

options = options || {}

if (typeof options !== 'object') {

throw new TypeError('Options must be an object')

}

// если валидация прошла успешно, то вызываем функцию createLogger

// которая создаёт и возвращает экземпляр логгера Pino.

const { logger, hasLogger } = createLogger(options)

// обновляем параметры с фиксированными значениями

options.logger = logger

// создаём объект fastify, который содержит API сервера

const fastify = {

// API для подключения любого логгера из вне

log: logger

}

// возвращаем объект сервера fastify

return fastify

}

```

Функция createLogger(options) создаёт экземпляр Pino и возвращает его. *(см. файл /node\_modules/fastify/lib/logger.js):*

```javascript

**// *logger.js***

const pino = require('pino')

function createPinoLogger (opts, stream) {

// немного валидации opts и stream и логики,

// затем создаём logger со значением null

let logger = null

// валидация, связанная с версиями библиотеки, и если всё нормально

// создам экземпляр Pino и записываем его в переменную logger

if (/\*…\*/) {

logger = pino(opts, stream)

}

// возвращаем logger, либо с значением null, либо как экземпляр Pino

return logger

}

// Функция createLogger внутри себя либо вызывает createPinoLogger и

// создаёт экземпляр Pino и экспортирует его для конфигурирования

// создаваемого экземпляра Fastify-сервера

function createLogger (options) {

// валидация options

if (isValidLogger(options.logger)) {

// создание экземпляра Pino

const logger = createPinoLogger({

logger: options.logger,

serializers: Object.assign({}, serializers, options.logger.serializers)

})

//возвращает экземпляр логгера

return { logger, hasLogger: true }

} else if (!options.logger) {

// иная логика

return { logger, hasLogger: false }

} else {

// иная логика

return { logger, hasLogger: true }

}

}

```

Теперь мы на базовом уровне понимаем, что когда при создании экземпляра Fastify-сервера мы передаем в него объект options { logger: true } , то Fastify под капотом создаёт экземпляр логгера Pino c настройками по умолчанию и возвращает экземпляр Fastify-сервера с дефолтным Pino.

В то же время, Fastify проверяет, не является ли объект options готовым сконфигурированным экземпляром какого-нибудь логгера. Это может быть тот же [Pino](https://github.com/pinojs/pino) или любой другой логгер, например [Winston](https://www.npmjs.com/package/winston), [Bunyan](https://www.npmjs.com/package/bunyan), [Morgan](https://www.npmjs.com/package/morgan) и др. Главное, чтобы логгер был настроен надлежащим образом и соответствовал стандартному интерфейсу Log4j.

**Использование Pino в разных средах (dev, prod, test)**

Пока мы не начали конфигурировать Pino, рассмотрим, как в принципе разделить конфигурацию для применения в разных средах. Логирование в продакшене (prod), разработке (dev) и тестировании (test) должно решать разные задачи. Например:

- **в разработке** я хочу, чтобы Pino перехватывал все возможные события. Чтобы логи красиво выводились в консоль с использованием разных цветов в зависимости от типа события. Так же хочу, чтобы сообщения в консоли выводились в удобном для чтения формате. Помимо консоли, я хочу, чтобы логи сохранялись в какой-нибудь файл в json-формате.

- **в production** я хочу, чтобы Pino перехватывал только некоторые действия пользователей и все ошибки. Мне не нужно чтобы в консоль что-то выводилось. Я хочу сохранять логи в разные файлы, в зависимости от типа события.

Также, я хочу отдельно отправлять логи стороннее приложение. Например, в Kibana (ELK).

- **в тестировании** мне не нужно логирование.

> **Внимание!**

> Фраза «в тестировании мне не нужно логирование» – это **просто для примера**! Не нужно воспринимать эту фразу как инструкцию к применению. Нужно вам логирование в тестировании или нет вы решаете сами исходя из ваших задач.

Для начала, вынесем конфигурацию Pino в отдельный файл. Создадим в корне приложения папку pino со следующей структурой:

```

pino/

config/

config.js

dev.js

prod.js

test.js

logs/

dev.log

```

Содержание файла ***config.js*:**

``` javascript

// импортируем конфигурации для каждой среды

const { default: dev } = await import('./dev.js')

const { default: prod } = await import('./prod.js')

const { default: test } = await import('./test.js')

// объединим конфигурацию для разных сред в единый объект

// и экспортируем его для использования в Fastify()

export default {

dev,

prod,

test,

}

```

Пока вместо реальной конфигурации поставим «заглушки» и пропишем в файлах ***dev.js*** и ***prod.js*** следующее**:**

``` javascript

export default {

transport: {

// наша конфигурация

},

}

```

Поскольку в данном случае логирование во время тестирования нам не нужно, то в файле ***test.js*** пропишем**:**

``` javascript

export default false // значение false отключит логирование

**```**

Затем, просто импортируем наш объект конфигурации из файла ***config.js*** вкорневой файл приложения ***app.js*** и передадим его в Fastify с нужным нам ключом:

```javascript

**// app.js**

import Fastify from 'fastify'

const { default: pino } = await import(‘./pino/config/config.js’)

//для разработки

const fastify = Fastify({ logger: pino.dev })

// для production среды

// const fastify = Fastify({ logger: pino.prod })

```

Я думаю, что логика разделения конфигурации понятна. При желании, можно добавить немного валидации, которая будет возвращать ту или иную конфигурацию в зависимости от переменных окружения., т.е. в зависимости от того, в какой среде будет выполняться код.

**Немного про уровни (levels) логирования**

Возможные значения параметра level – `'fatal'`, `'error'`, `'warn'`, `'info'`, `'debug'`, `'trace'` или `'silent'`. **По умолчанию**: `{ level: 'info' }`.

Уровни в Pino по сути являются реализацией стандартного интерфейса Log4j. Подробнее про Log4j и про уровни, можно прочитать, например [на википедии](https://en.wikipedia.org/wiki/Log4j#Log4j_log_levels), а если конкретно про уровни – то например [вот здесь](https://www.tutorialspoint.com/log4j/log4j_logging_levels.htm).

Level – это минимальный уровень для записи в журнал, т.е. Pino не будет регистрировать сообщения с более низким уровнем. Установка этой опции **снижает нагрузку**, так как обычно журналы отладки (debug) и трассировки (trace) используются только для разработки и не нужны в производстве.

При этом мы можем создать и использовать свои пользовательские (custom) уровни. Дополнительные уровни могут быть добавлены к экземпляру с помощью опции [customLevels](https://getpino.io/#/docs/api?id=level-string).

Установка минимального уровня журнала обычно выполняется при создании экземпляра регистратора и управляется через переменную окружения, чтобы можно было изменять его в различных средах без внесения изменений в код.

```javascript

prod: {

transport: {

target: ‘pino/file’

options: {

level: process.env.PINO\_LOG\_DEV\_LEVEL || 'debug',

},

},

},

```

**Настройка логирования для разработки**

В нашем случае, при настройке логирования мы должны решить 2 основные задачи:

- одновременно выводить логи в консоль и сохранять логи в локальный файл;

- настроить разный формат логов для консоли и для файла.

При разработке (development), для настройки внешнего вида выводимых в консоль логов, рекомендуют использовать библиотеку [pino-pretty](https://github.com/pinojs/pino-pretty). Однако, использовать библиотеку *pino-pretty* нужно **только во время разработки приложения**., т.е. в ***production*** её использовать можно, но настоятельно ***не рекомендуется***. Библиотека pino-pretty не включена в Fastify по умолчанию из соображений производительности, поэтому её нужно установить с зависимостью **devdependencies**.

```

npm i pino-pretty --save-dev

```

Логи в Pino создаются через механизм "транспорта" (transport). Начиная с **Pino v7 и выше,** транспорты Pino получили возможность работать внутри рабочего потока ([worker threads](https://github.com/GeorgiiGalechyan/nodejs-docs-ru/blob/main/src/markdown/API/Worker%20threads.md)). Для работы с потоками Pino использует библиотеку [thread-stream](https://github.com/pinojs/thread-stream), которая создаёт [stream](https://nodejs.org/api/stream.html) для транспорта. Когда мы создаем поток с помощью [thread-stream](https://github.com/pinojs/thread-stream), [thread-stream](https://github.com/pinojs/thread-stream) порождает рабочий поток ([worker threads](https://github.com/GeorgiiGalechyan/nodejs-docs-ru/blob/main/src/markdown/API/Worker%20threads.md)) (независимый поток выполнения JavaScript-кода).

Для того, чтоб логи одновременно выводились в консоль и сохранялись в файл, нам нужно внутри основного транспортного потока создать 2 (два) независимых рабочих потока, один для работы с консолью, а второй для сохранения в файл.

Для этого в файле ***dev.js*** в объекте конфигурации пропишем следующее:

```javascript

// dev.js

// Создадим массив из двух объектов, каждый из которых является

// конфигурацией отдельного рабочего потока

const targets = [

{

target: 'pino-pretty', // направляет поток выполнения Pino в модуль pino-pretty

options: {

name: 'dev-terminal', // необязательная опция, задает имя потока

level: process.env.PINO\_LOG\_DEV\_LEVEL || 'debug', // уровень логирования

destination: 1, // дефолтное значение, эту строчку можно не указывать

},

},

{

target: 'pino/file', // направляет поток выполнения Pino в файл

options: {

name: 'dev-local-file',

level: 'debug',

destination: './pino/logs/dev.log', // путь к файлу, в который запишутся логи

mkdir: true, // желательно указать когда вы записываете логи в файл

},

},

]

export default {

transport: {

targets,

},

}

```

В указанной конфигурации:

- указав `{ target: 'pino/file' }` мы направили первый поток в модуль pino-pretty, который внутри себя обработал данные из потока и направил в консоль уже изменённые данные;

- указав `{ target: 'pino/file' }` мы указали Pino, что хотим записать данные из второго потока в файл, и задав `{ destination: './pino/logs/dev.log' }` указали Pino путь к локальному файлу, в который следуют записать логи.

На данный момент логирование уже работает. Логи будут выводиться в консоль и сохраняться в файл *./pino/logs/dev.log.* На самом деле, направив первый поток в модуль pino-pretty, мы уже изменили формат сообщения, выводимых регистратором в консоль. Но мы можем их модифицировать в более удобный вид. Pino-pretty предоставляет дополнительные опции для более удобного вывода сообщений в консоль. Мы добавим некоторые, для более тонкой настройки смотрите официальную документацию pino-pretty

Для этого, модифицируем объект конфигурации для первого потока:

```javascript

{

target: 'pino-pretty',

options: {

name: 'dev-terminal',

level: process.env.PINO\_LOG\_DEV\_LEVEL || debug,

// настройки pino-pretty

colorize: true, // добавляем цвета в консоль

customColors: 'err:red,info:green,', // это дефолтные настройки цвета, можно менять

levelFirst: true, // переносим значение level в начало сообщения

ignore: 'pid,hostname', // убираем из сообщения id процесса и имя хоста

include: 'level,time,', // или можно написать то, что мы хотим ставить

translateTime: 'yyyy-mm-dd HH:MM:ss Z', // меняем формат даты

},

}

```

Полный код файла dev.js можно посмотреть на [gist.github.com](https://gist.github.com/GeorgiiGalechyan/20dc5a4cb951fe526000738f303291ee).

![](data:image/png;base64,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)Теперь формат сообщений стал более приятным. В консоли сообщения должны выводиться в таком формате:

А содержание файла ./pino/logs/dev.log выглядит примерно так:

```javascript

**// dev.log**

{"level":30,"time":1669319952479,"pid":2364,"hostname":"MY-PC","msg":"Server listening at http://[::1]:5500"}

{"level":30,"time":1669319952484,"pid":2364,"hostname":"MY-PC","msg":"Server listening at http://127.0.0.1:5500"}

{"level":30,"time":1669319961841,"pid":2364,"hostname":"MY-PC","reqId":"req-1","req":{"method":"GET","url":"/","hostname":"localhost:5500","remoteAddress":"127.0.0.1","remotePort":56116},"msg":"incoming request"}

{"level":30,"time":1669319961854,"pid":2364,"hostname":"MY-PC","reqId":"req-1","res":{"statusCode":200},"responseTime":12.543899983167648,"msg":"request completed"}

{"level":30,"time":1669319962267,"pid":2364,"hostname":"MY-PC","reqId":"req-2","req":{"method":"GET","url":"/favicon.ico","hostname":"localhost:5500","remoteAddress":"127.0.0.1","remotePort":56116},"msg":"incoming request"}

{"level":30,"time":1669319962268,"pid":2364,"hostname":"MY-PC","reqId":"req-2","msg":"Route GET:/favicon.ico not found"}

{"level":30,"time":1669319962269,"pid":2364,"hostname":"MY-PC","reqId":"req-2","res":{"statusCode":404},"responseTime":2.165800005197525,"msg":"request completed"}

{"level":30,"time":1669319964799,"pid":2364,"hostname":"MY-PC","reqId":"req-3","req":{"method":"GET","url":"/","hostname":"localhost:5500","remoteAddress":"127.0.0.1","remotePort":56119},"msg":"incoming request"}

{"level":30,"time":1669319964801,"pid":2364,"hostname":"MY-PC","reqId":"req-3","res":{"statusCode":200},"responseTime":0.988099992275238,"msg":"request completed"}

```

Полный код приложения и текст статьи можно посмотреть в моём GitHub аккаунте.

На этом предлагаю закончить первую часть, а то размер статьи и так превысил мои первоначальные ожидания. Настройку Pino для production предлагаю рассмотрим в следующей статье.

На написание второй части статьи уйдёт какое-то время, т.к. во второй части хочу попробовать направить один из потоков в [Kibana (ELK)](https://www.elastic.co/kibana/) и привести всё это дело в какой-то приличный вид. Я вообще не знаком с Kibana, но мне интересно в нём разобраться и показать вам как Pino интегрируется с внешними инструментами.

Как всегда, буду рад обратной связи, пожеланиям, критике, советам итд. Пишите в комментарии или в личку.